**Design pattern**

By definition, Design Patterns are reusable solutions to commonly occurring problems (in the context of software design).

Design patterns represent the best practices used by experienced object-oriented software developers. Design patterns are solutions to general problems that software developers faced during software development. These solutions were obtained by trial and error by numerous software developers over quite a substantial period of time.

**Design Principles:**

Software design principles represent a set of guidelines that helps us to avoid having a bad design.

Software design phase can be divided into three step process.

**1.Describe individual module functionality.**

**2.Determine relation between modules.**

**3.Decompose the system into modules.**

**S.O.L.I.D principle.**

**Single Responsibility Principle(SRP):**

The Single Responsibility Principle states that there should never be more than one reason for a class to change.

This means that every class /structure in your code should have only one job to do. Everything in the class should be related to that single purpose.

It doesn’t mean that your classes should only contain one method or property.

Example  
class CalculateAndSave

{

//calculation code;

// write in XML/PDF format code;

};

This class have two responsibilities, calculate and save, If we change either of calculate or file write logic then this class need to change completely.

Decompose the CalculateAndSave into two class

Class Calculate

{

//calculation code;

};

Class FileWrite

{

//write to file XML/PDF code;

};

**Open/Closed Principle(OCP):**

The Open/Closed Principle states that classes should be open for extension but closed for modification.

“Open to extension” means that you should design your classes so that new functionality can be added as new requirements are generated.

“Closed for Modification” means that once you have developed a class you should never modify it, except to correct bugs.

Example:

Class DrawEditor

{

void drawRectangle(Rectangle ob);

void drawCircle(Circle ob);

};

It violates Open/Closed Principle. Because new shape added then it needs to change DrawEditor class.

Class Shape

{

public:

virtual void draw()=0; //interface

};

Class Rectangle: public Shape

{

public:

void draw()

{

//rectangle draw code;

}

};

Class Circle: public Shape

{

public:

void draw()

{

//circle draw code ;

}

};

Void DrawEditor

{

public:

void draw()

{

s->draw();

}

DrawEditor(shape\* s\_shape);

private:

shape\* s;

};

**Liskov's Substitution Principle(LSP)**

In OOP we create classes then extend some of classes creating new classes. Sometimes while extending a class the new derived class changes the behaviour of the base class.

Liskov substitution principle states that derived classes should not change the expected behaviour of base class.

In simple terms ,if we create a derived class for a base class ,it should properly reflect the base class and extend it without replacing the functionality of old class.

Example of Liskov’s Substitution Principle violation.

class Rectangle

{

protected:

int m\_length;

int m\_width;

public:

virtual void setLength(int w\_length)

{

m\_length=w\_length;

}

virtual void setWidth(int w\_width);

{

m\_width=w\_width;

}

};

Class Square:public Rectangle

{

public:

void setLength(int w\_length)

{

m\_length=m\_width=w\_length;

}

Void setWidth(int w\_width)

{

M\_length=m\_width=w\_width;

}

};

Rectangle and Square. Let's assume that the Rectangle object is used somewhere in the application. We extend the application and add the Square class. The square class is returned by a factory pattern, based on some conditions and we don't know the exact what type of object will be returned. But we know it's a Rectangle. We get the rectangle object, set the width to 5 and height to 10 and get the area. For a rectangle with width 5 and height 10 the area should be 50. Instead the result will be 100

**Interface Segregation Principle(ISP):**

The Interface segregation principle (ISP) states that clients should not be forced to depend upon interface that they don’t use.

Instead of one fat interface many small interfaces are preferred based on groups of methods, each one serving one submodule.

Example:

Below is an example which violates the Interface Segregation Principle. We have a Manager class which represent the person which manages the workers. And we have 2 types of workers some average and some very efficient workers. Both types of workers works and they need a daily lunch break to eat. But now some robots came in the company they work as well , but they don't eat so they don't need a lunch break. One on side the new Robot class need to implement the IWorker interface because robots works. On the other side, the don't have to implement it because they don't eat.

class Iworker

{

public:

virtual void work()=0;

virtual void eat()=0;

};

class worker:public Iworker

{

public:

void work()

{

//work time calculation code

}

void eat()

{

//lunch break time code

}

};

class superWorker:public Iworker

{

Public:

void work()

{

//work time calculation code

}

void eat()

{

//lunch break time code;

}

};

class Manager

{

Iworker\* iw;

public:

void setworker(Iworker m\_worker)

{

iw=&m\_worker;

}

void manage()

{

iw->work();

iw->eat();

}

};

If we keep the present design, the new Robot class is forced to implement the eat method. We can write a dummy class which does nothing(let's say a launch break of 1 second daily), and can have undesired effects in the application(For example the reports seen by managers will report more lunches taken than the number of people).

Following it's the code supporting the Interface Segregation Principle. By splitting the IWorker interface in 2 different interfaces the new Robot class is no longer forced to implement the eat method. Also if we need another functionality for the robot like recharging we create another interface IRechargeble with a method recharge.

class Iworkable

{

public:

virtual void work()=0;

};

class Ifeedable

{

public:

virtual void eat()=0;

};

class worker: public Iworkable,public Ifeedable

{

void work()

{

//work duration code

}

void eat()

{

//lunch break time code

}

};

class robot: public Iworkable

{

void work()

{

//work duration code;

}

};

**Dependency Inversion Principle:**

The Dependency Inversion Principle states that high level modules should not depend upon low level modules.

Abstraction should not depend upon details.

Details should depend upon Abstraction.

Example:

Class Manager

{

Developer dev;

Designer desg;

Tester test;

public:

void assignDevWork();

void assignDesgWork();

void assignTestWork()

{

Test.work();

}

void addDeveloper();

void addDesigner();

void addTester();

};

Here we have exposed everything about the lower layer to the upper layer ,thus abstraction is not mentioned. That means Manager must already know about the type of the workers that he can supervise.

Now if another type of worker comes under the manager lets say, QA (quality assurance), then the whole class needs to be change. This is where dependency inversion principle violated.

Let us design again.

class Employee

{

public:

virtual void work();

};

class Developer: public Employee

{

public:

void work();

};

class Designer: public Employee

{

public:

void work();

};

class Tester: public Employee

{

public:

void work();

};

class Manager

{

Employee list[10];

public:

void addEmployee(Developer );

void assignWork();

}

if any other kind of the employee is added it can be simply be added to Manager without making the manager explicitly aware of it. Now to add another class of employee we can simply call.

The creation of the abstraction between different employees and Manager has resulted in very good looking design code which is easily maintainable and extendable.

**Creational design pattern:**

These Design patterns are all about class instantiation.

Below are the patterns that comes under creational design patterns.

1.Singleton Design Pattern

2. Factory Method Pattern

3.Object Pool Pattern.

**Singleton Design pattern:**

Singleton Design pattern is one of simplest design pattern widely used in many OOP applications.

Since there is only one instance of resource, if multiple applications require access to the only one instance, one application will have to wait, until the other application release the instance .

Sometimes it's important to have only one instance for a class. For example, in a system there should be only one window manager (or only a file system or only a print spooler). Usually singletons are used for centralized management of internal or external resources and they provide a global point of access to themselves.

#include <iostream>

using namespace std;

class Singleton

{

public:

static Singleton \*getInstance();

private:

Singleton(){}

static Singleton\* instance;

};

Singleton\* Singleton::instance = 0;

Singleton\* Singleton::getInstance()

{

if(!instance) {

instance = new Singleton();

cout << "getInstance(): First instance\n";

return instance;

}

else {

cout << "getInstance(): previous instance\n";

return instance;

}

}

int main()

{

Singleton \*s1 = Singleton::getInstance();

Singleton \*s2 = Singleton::getInstance();

return 0;

}

Output:

getInstance(): First instance

getInstance(): previous instance
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**Fig: UML Class diagram**

Real situations where the singleton is used:

Example 1: **Logger Classes**

The Singleton pattern is used in the design of logger classes. This classes are usually implemented as a singletons, and provides a global logging access point in all the application components without being necessary to create an object each time a logging operations is performed.

Example 2: **Configuration Classes**

The Singleton pattern is used to design the classes which provides the configuration settings for an application. By implementing configuration classes as Singleton not only that we provide a global access point, but we also keep the instance we use as a cache object. When the class is instantiated ( or when a value is read ) the singleton will keep the values in its internal structure. If the values are read from the database or from files this avoids the reloading the values each time the configuration parameters are used.

**Singleton class is not thread safe**.

**Object pool pattern.**

Object pool pattern is a software creational design pattern which is used in situations where the cost of initializing a class instance is very high or limited.

Basically, an Object pool is a container which contains some amount of objects. So, when an object is taken from the pool, it is not available in the pool until it is put back.
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Implementation involves the following objects:

Client - uses an instance of type Reusable.  
Reusable - Wraps the limited resource, will be shared by several clients for a limited amount of time.  
ReusablePool - manage the reusable objects for use by Clients, creating and managing a pool of objects.

When a client asks for a Reusable object, the pool performs the following actions:

-    Search for an available Reusable object and if it was found it will be returned to the client.  
-    If no Reusable object was found then it tries to create a new one. If this actions succeeds the new Reusable object will be returned to the client.  
-    If the pool was unable to create a new Reusable, the pool will wait until a reusable object will be released.  
  
The Client is responsible to request the Reusable object as well to release it to the pool. If this action will not be performed the Reusable object will be lost, being considered unavailable by the ResourcePool.

Example:

#include<iostream>

#include<vector>

using namespace std;

class resource

{

int i;

public:

resource(int data=0):i(data)

{}

void setdata(int data)

{

i=data;

}

int getdata()

{

return i;

}

friend ostream& operator<<(ostream& os,const resource& ob)

{

return os<<ob.i;

}

};

void display(vector<resource\*>&pvc)

{

for(auto it:pvc)

{

cout<<\*it<<" ";

}

cout<<endl;

}

class objectpool

{

vector<resource\*>&vc;

static objectpool\* instance;

objectpool(vector<resource\*>&rvec):vc(rvec)

{}

public:

static objectpool\* getintsance(vector<resource\*>&ovec)

{

instance=new objectpool(ovec);

return instance;

}

resource\* getresource() ///geting resource from pool

{

if(vc.size())

{

resource\* ptr=vc[0];

vc.erase(vc.begin());

return ptr;

}

else{

resource\* ptr=new resource(1);

vc.push\_back(ptr);

return ptr;

}

}

void releaseresource(resource\* ptr)

{

vc.push\_back(ptr);

}

};

objectpool\* objectpool::instance=NULL;

int main()

{

vector<resource\*>lvc;

for(int i=0;i<5;i++)

{

resource\* ptr=new resource(15); ////////////initialize the pool

lvc.push\_back(ptr);

}

cout<<"original reusable resource : "<<"\n";

display(lvc);////displaying original pool

cout<<"------------------------"<<endl;

objectpool \*mypool=objectpool::getintsance(lvc);

resource\* rptr;

rptr=mypool->getresource();

cout<<"geting resource from reusable: "<<"\n";

cout<<\*rptr<<endl; //displaying the resource

rptr->setdata(90); //modifying the resource

cout<<"reusable resource after aquire by reusable pool: "<<"\n";

display(lvc); //displaying pool after geting resource

cout<<"---------------------------------"<<endl;

mypool->releaseresource(rptr);

cout<<"returning resource to reusable :"<<"\n";

display(lvc); // displaying the pool after release the resource to pool

}

Output:

original reusable resource :

15 15 15 15 15

------------------------

geting resource from reusable:

15

reusable resource after aquire by reusable pool:

15 15 15 15

---------------------------------

returning resource to reusable :

15 15 15 15 90

Example:

**Connection pool**

**Factory Method Pattern:**

Factory Method is to creating objects as Template Method is to implementing an algorithm. A superclass specifies all standard and generic behaviour (using pure virtual “placeholders” for creation steps), and then delegates the creation details to subclasses that are supplied by the client.

Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses**.**

**Example**

#include<iostream>

#include<vector>

using namespace std;

class shape

{

public:

static shape\* makeShape(int choice); //factory method

virtual void display()=0;

};

class rectangle:public shape

{

public:

void display()

{

cout<<"rectangle here "<<endl;

}

};

class circle:public shape

{

public:

void display()

{

cout<<"circle here "<<endl;

}

};

class sqaure:public shape

{

public:

void display()

{

cout<<"square here "<<endl;

}

};

shape\* shape::makeShape(int choice) ///factory method

{

switch(choice)

{

case 1:

return new sqaure;

break;

case 2:

return new rectangle;

break;

case 3:

return new circle;

break;

default:

{

cout<<"invalid option "<<endl;

return NULL;

}

}

}

int main()

{

vector<shape\*> vc;

shape\* ptr;

for(int i=1;i<=3;i++)

{

ptr=shape::makeShape(i);

vc.push\_back(ptr);

}

for(int i=0;i<vc.size();i++)

{

vc[i]->display();

}

}

Also known as Virtual Constructor, the Factory Method is related to the idea on which libraries work: a library uses abstract classes for defining and maintaining relations between objects. One type of responsibility is creating such objects. The library knows when an object needs to be created, but not what kind of object it should create, this being specific to the application using the library.

**Structural Design pattern**

Structural pattern deal with how classes and objects are composed to form large structure.

This pattern are particularly useful for making independently developed class libraries work together.

**Adapter Pattern:**

Adapter pattern Convert the interface of a class into another interface clients expect.

Adapter pattern let two incompatible interfaces work together.

![](data:image/png;base64,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)

The classes/objects participating in adapter pattern:

**Target** - defines the domain-specific interface that Client uses.

**Adapter** - adapts the interface Adaptee to the Target interface.

**Adaptee** - defines an existing interface that needs adapting.

**Client** - collaborates with objects conforming to the Target interface.

**Example:**

#include <iostream>

using namespace std;

typedef int Coordinate;

typedef int Dimension;

// Desired interface

class Rectangle

{

public:

virtual void draw() = 0;

};

// Legacy component

class LegacyRectangle

{

public:

LegacyRectangle(Coordinate x1, Coordinate y1, Coordinate x2, Coordinate y2)

{

x1\_ = x1;

y1\_ = y1;

x2\_ = x2;

y2\_ = y2;

cout << "LegacyRectangle: create. (" << x1\_ << "," << y1\_ << ") => ("

<< x2\_ << "," << y2\_ << ")" << endl;

}

void oldDraw()

{

cout << "LegacyRectangle: oldDraw. (" << x1\_ << "," << y1\_ <<

") => (" << x2\_ << "," << y2\_ << ")" << endl;

}

private:

Coordinate x1\_;

Coordinate y1\_;

Coordinate x2\_;

Coordinate y2\_;

};

// Adapter wrapper

class RectangleAdapter: public Rectangle, private LegacyRectangle

{

public:

RectangleAdapter(Coordinate x, Coordinate y, Dimension w, Dimension h):

LegacyRectangle(x, y, x + w, y + h)

{

cout << "RectangleAdapter: create. (" << x << "," << y <<

"), width = " << w << ", height = " << h << endl;

}

virtual void draw()

{

cout << "RectangleAdapter: draw." << endl;

oldDraw();

}

};

int main()

{

Rectangle \*r = new RectangleAdapter(120, 200, 60, 40);

r->draw();

}

Output:

-----------

LegacyRectangle: create. (120,200) => (180,240)

RectangleAdapter: create. (120,200), width = 60, height = 40

RectangleAdapter: draw.

LegacyRectangle: oldDraw. (120,200) => (180,240)

**Another Example:**

#include <iostream>

using namespace std;

class ExecuteInterface {

public:

// Specify the new interface

virtual ~ExecuteInterface(){}

virtual void execute() = 0;

};

// Design a "wrapper" or "adapter" class

template <class TYPE>

class ExecuteAdapter: public ExecuteInterface {

public:

ExecuteAdapter(TYPE \*o, void(TYPE:: \*m)()) {

object = o;

method = m;

}

~ExecuteAdapter() {

delete object;

}

// The adapter/wrapper "maps" the new to the legacy implementation

void execute() { /\* the new \*/

(object->\*method)();

}

private:

TYPE \*object; // ptr-to-object attribute

void(TYPE:: \*method)(); /\* the old \*/ // ptr-to-member-function attribute

};

// The old: three totally incompatible classes

// no common base class,

class Fea {

public:

// no hope of polymorphism

~Fea() {

cout << "Fea::dtor" << endl;

}

void doThis() {

cout << "Fea::doThis()" << endl;

}

};

class Feye {

public:~Feye() {

cout << "Feye::dtor" << endl;

}

void doThat() {

cout << "Feye::doThat()" << endl;

}

};

class Pheau {

public:

~Pheau() {

cout << "Pheau::dtor" << endl;

}

void doTheOther() {

cout << "Pheau::doTheOther()" << endl;

}

};

/\* the new is returned \*/

ExecuteInterface \*\*initialize() {

ExecuteInterface \*\*array = new ExecuteInterface \*[3];

/\* the old is below \*/

array[0] = new ExecuteAdapter < Fea > (new Fea(), &Fea::doThis);

array[1] = new ExecuteAdapter < Feye > (new Feye(), &Feye::doThat);

array[2] = new ExecuteAdapter < Pheau > (new Pheau(), &Pheau::doTheOther);

return array;

}

int main() {

ExecuteInterface \*\*objects = initialize();

for (int i = 0; i < 3; i++) {

objects[i]->execute();

}

// Client uses the new (polymporphism)

for (int i = 0; i < 3; i++) {

delete objects[i];

}

delete objects;

return 0;

}

Output:

Fea::doThis()

Feye::doThat()

Pheau::doTheOther()

Fea::dtor

Feye::dtor

Pheau::dtor

**Behavioural patterns**

In software engineering, behavioural design patterns are design patterns that identify common communication patterns between objects and realize these patterns. By doing so, these patterns increase flexibility in carrying out this communication.

**Observer Design Pattern**

**Intent**

* Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically.
* Encapsulate the core (or common or engine) components in a Subject abstraction, and the variable (or optional or user interface) components in an Observer hierarchy.

Define an object that is the "keeper" of the data model and/or business logic (the Subject). Delegate all "view" functionality to decoupled and distinct Observer objects. Observers register themselves with the Subject as they are created. Whenever the Subject changes, it broadcasts to all registered Observers that it has changed, and each Observer queries the Subject for that subset of the Subject's state that it is responsible for monitoring.

This allows the number and "type" of "view" objects to be configured dynamically, instead of being statically specified at compile-time.

The protocol described above specifies a "pull" interaction model. Instead of the Subject "pushing" what has changed to all Observers, each Observer is responsible for "pulling" its particular "window of interest" from the Subject. The "push" model compromises reuse, while the "pull" model is less efficient.

Issues that are discussed, but left to the discretion of the designer, include: implementing event compression (only sending a single change broadcast after a series of consecutive changes has occurred), having a single Observer monitoring multiple Subjects, and ensuring that a Subject notify its Observers when it is about to go away.

The Observer pattern captures the lion's share of the Model-View-Controller architecture that has been a part of the Smalltalk community for years.
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UML class diagram

**Example:**

#include <iostream>

#include<vector>

using namespace std;

class Observer

{

public:

virtual void update(int value) = 0;

};

class Subject

{

int m\_value;

vector<Observer\*> m\_views;

public:

void attach(Observer \*obs)

{

m\_views.push\_back(obs);

}

void set\_val(int value)

{

m\_value = value;

notify();

}

void notify()

{

for (int i = 0; i < m\_views.size(); ++i)

m\_views[i]->update(m\_value);

}

};

class DivObserver: public Observer

{

int m\_div;

public:

DivObserver(Subject \*model, int div)

{

model->attach(this);

m\_div = div;

}

/\* virtual \*/void update(int v)

{

cout << v << " div " << m\_div << " is " << v / m\_div << '\n';

}

};

class ModObserver: public Observer

{

int m\_mod;

public:

ModObserver(Subject \*model, int mod)

{

model->attach(this);

m\_mod = mod;

}

/\* virtual \*/void update(int v)

{

cout << v << " mod " << m\_mod << " is " << v % m\_mod << '\n';

}

};

int main()

{

Subject subj;

DivObserver divObs1(&subj, 4);

DivObserver divObs2(&subj, 3);

ModObserver modObs3(&subj, 3);

subj.set\_val(14);

}